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Abstract

Overview We examine theorems of elementary number theory using a constructive, compu-
tational, and proof-theoretic approach. Key theorems include Euclid’s proof of the infinitude
of prime numbers, Bézout’s identity, the Fundamental Theorem of Arithmetic, and Fermat’s
factorization method. These theorems have been formalized within the proof assistant Min-
log, providing rigorous formal verification. Minlog allows the extraction of executable Haskell
programs from proofs, demonstrating their computational utility. The implementations can
be found in the folder examples/arith of the Minlog directory. Currently these files are only
available and functional in the dev branch of Minlog. Instructions on how to install Minlog and
switch to the dev branch can be found on the Minlog website [14]. All relevant files are also
available in a GitHub repository (https://github.com/FranziskusWiesnet/MinlogArith/).

We explore interesting and instructive aspects of the proofs, the implementation in Minlog,
and the extracted Haskell term. Additionally, we will highlight the unique features and advan-
tages of Minlog as a proof assistant, offering the audience a deeper insight into its capabilities.
The main focus of the presentation will be on the Fundamental Theorem of Arithmetic and
Fermat’s factorization method. The second one can be extended to the quadratic sieve, which
is a sub-exponential factorization method. An implementation of the quadratic sieve in Minlog
is the subject of future research.

While prior knowledge of Minlog, Haskell, or other programming languages can be helpful,
it is not required, as we will provide all necessary explanations.

Innovations and Methodology While Minlog has primarily been used for the formalization
of analysis, this study serves as a case study demonstrating that Minlog is also highly suitable
for algorithmic number theory. The only article dealing with number theory (in this case,
the greatest common divisor) in Minlog is [6]. However, that work primarily focused on the
extraction of programs from classical proofs. Therefore, this new implementation can serve as
a solid foundation for the formalization of number theory in Minlog.

Another innovation is that we have considered the efficiency of the extracted term right
from the formulation of theorems and their proofs. Therefore, the proofs were formalized in
two different versions. The first version is based on unary natural numbers, defined by 0 and the
successor function. In contrast, the second version is based on positive binary numbers given
by 1 and two successor functions, one appending 0 and the other appending 1. While the first
version focuses primarily on the simplicity of the theorems and their proofs, the second version
prioritizes the efficiency of the extracted term. Hence, we demonstrate how formulating theo-
rems and structuring their proofs influence the efficiency of the extracted algorithms, bridging
the gap between formal verification and practical applications. Furthermore, extracting proofs
as Haskell programs (rather than as terms in Minlog) will also contribute to shortening the
runtime of the extracted algorithms.

https://github.com/FranziskusWiesnet/MinlogArith/
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Background Minlog is a proof assistant developed in the 1990s by the logic group at the
Ludwig-Maximilians-Universität München under the direction of Helmut Schwichtenberg [4,
13, 14, 15, 20, 21]. Several introductions to Minlog are available [31, 32, 33]. Recently, Minlog
has predominantly been employed in the field of constructive analysis [5, 11, 16, 23, 26, 35].
However, there exists a broad spectrum of proofs in diverse domains that have been implemented
in Minlog [2, 8, 22, 24, 25]. All of them share the characteristic that an implementation in
Minlog not only focuses on the correctness of the proof but also on extracting programs from
the proofs. As the primary goal of Minlog is to interpret proofs as programs and to work with
them accordingly [1], it includes all the functions for the formal program extraction from proofs.

Minlog and the formal program extraction from proofs are based on an extension of HAω

called Theory of Computable Functionals (TCF) as meta-theory. Its origins go back to Scott’s
seminal work on Logic of Computable Functionals [28] and Platek’s PhD thesis [18], and it
incorporates basic concepts introduced by Kreisel [10] and Troelsta [30]. In recent years the
Munich team have made important progress in the development of TCF [3, 7, 9, 17, 19]. It is
based on partial continuous functionals and information systems, serving as their designated
model, known as Scott model [12, 27].

Illustrative examples. The natural numbers N are given by the constructors

0 : N, S : N → N,

and the positive binary numbers P are given by

1 : P, S0 : P → P, S1 : P → P.

Note that the binary representation is reversed. For example, S0 S1 1 represents the number 6,
which corresponds to binary 110. The reason for starting with 1 instead of 0 is primarily to
ensure that each number is uniquely determined by its constructors. Otherwise, for example 0
and S0 0 would represent the same number, violating this uniqueness.

Already the definition of the greatest common divisor clearly illustrates the computa-
tional difference between the number types. On natural numbers, the greatest common divisor
can be defined by the euclidean algorithm:

gcd(0, n) := gcd(n, 0) := n

gcd(Sm,Sn) :=

{
gcd(Sm,n−m) if m < n

gcd(m− n, Sn) otherwise

It should be noted that using division with remainder on the natural numbers would not make
this algorithm more efficient, because the computation of division with remainder results es-
sentially in an iterated application of the step case in the definition above.

On positive binary numbers, however, the greatest common divisor can be defined much
more efficiently by Stein’s algorithm (named after Josef Stein [29]):

gcd(1, p) := gcd(S1 p, 1) := gcd(S0 p, 1) := 1

gcd(S0 p,S0 q) := S0(gcd(p, q))

gcd(S0 p,S1 q) := gcd(S1 p,S0 q) := gcd(p,S1 q)

gcd(S1 p,S1 q) :=


gcd(S1 p, q − p) if p < q

gcd(p− q,S1 q) if q < p

S1 p otherwise.
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One can see that in Stein’s algorithm, at each step, at least one argument is reduced by one
digit and is therefore at least halved. Noting that the subtraction of two binary numbers has
approximately linear runtime in the number of digits, Stein’s algorithm therefore has quadratic
runtime in the number of digits. In contrast, the Euclidean algorithm on natural numbers has
quadratic runtime only with respect to the absolute size of the arguments.

Bézout’s identity is known as the statement that the greatest common divisor is a linear
combination of the two arguments. That is, for integers a, b there are integers u, v with
gcd(a, b) = u · a + v · b. During the formalization, we wanted to remain within the respec-
tive number system, so the theorem had to be reformulated as

∀n,m∃l0∃l1 . gcd(n,m) + l0 · n = l1 ·m ∨ gcd(n,m) + l0 ·m = l1 · n

for natural numbers, and as

∀p0,p1
. ∃q q · p0 = p1 ∨ ∃q q · p1 = p0

∨ ∃q0∃q1 gcd(p0, p1) + q0 · p0 = q1 · p1
∨ ∃q0∃q1 gcd(p0, p1) + q1 · p1 = q0 · p0

for positive binary numbers. Note that, since integers in Minlog are defined as a type sum
of negative binary numbers, zero, and positive binary numbers, the case distinction would be
implicitly present in the proof anyway.

The proofs were carried out by induction over an upper bound of the numbers, which is
seen as a natural number. In the induction step itself, a case distinction was made based on
the structure of the numbers. Specifically for positive binary numbers, this means that the
statement

∀l,p0,p1
. p0 + p1 < l →

∃q q · p0 = p1 ∨ ∃q q · p1 = p0

∨ ∃q0∃q1 gcd(p0, p1) + q0 · p0 = q1 · p1
∨ ∃q0∃q1 gcd(p0, p1) + q1 · p1 = q0 · p0

was proven by induction on l : N and case distinction on p0 ∈ {1,S0 q0,S1 q0} and p1 ∈
{1,S0 q1,S1 q1}. In particular, properties of both natural numbers and positive binary numbers
were combined. The individual cases are then quite straightforward, but in many instances, a
further case distinction according to the four cases in the statement is required.

A similar approach was also chosen for the Fundamental Theorem of Arithmetic and Fer-
mat’s factorization method. A detailed presentation can be found in [34].
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