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Abstract

How can we make systematic and precise the idea that type formers in dependent
type theory are functorial? To examine this question, we propose a type theory AdapTT
with adapters, following ideas of McBride and Nordvall Forsberg [MN21] and Coraglia and
Emmenegger [CE23].

Coercions, coercions everywhere Diverse type theories feature operators to turn a term
of one type into one of another: coercive subtyping [LA08; LLM24], transport for observational
equality [AMS07; PT22], casts for gradual typing [Len+22], or adapters [MN21]. These oper-
ators share a similar decomposition of coercions along the structure of the types they operate
on. For instance, coercing a function f from a function type A0→B0 to A1→B1 amounts to
coercing its argument from A1 to A0, and its return value from B0 to B1.

Semantically, this shared core can be understood as a form of functoriality of type construc-
tors —see for instance Castellan et al. [CCD17, Lemma 4.8], which is essentially the same as the
behaviour of coercions at function types outlined above. However, the statement of this lemma
is somewhat contorted, as standard CwFs are not up to the task of expressing this functorial-
ity aspect. Indeed, if we want to talk about functoriality, we need categories between which
functorial type constructors map. Yet, types in CwFs only form a set. As already observed
by Coraglia and Emmenegger [CE23], comprehension categories [Jac93] lift this discreteness
constraint, providing suitable categorical models of subtyping.

Some pieces are however still missing for a full-fledged understanding of coercions in type
theory. First, rather than CwF, Coraglia and Emmenegger [CE23] generalise natural models.
Second, the key operation of coercion is not directly explicitated. Finally, only specific type
constructors (Π and Σ) are considered, those for which the functorial action is admissible thanks
to η-rules. Our goal is to fill in these missing pieces, and provide a good setting to talk about
functoriality of type formers and coercions as a general concept.

Adapters As we already hinted at, our first step is to modify the standard CwF structure
to CwF<:, which incorporate extra data: types in a CwF<: form a category rather than a
mere set —see full definition of CwF<: in appendix A. We call arrows between types adapters,
after McBride and Nordvall Forsberg [MN21]. Each type has an identity adapter, and adapters
compose. More importantly, adapters act on terms: if Γ ⊢ t : A and a is an adapter from A
to B, we can form a term Γ ⊢ t ⟨a⟩ : B, the coercion of t along a. Subtyping can be construed
as the special case where types are posets, making the witness adapter irrelevant —only the
endpoints matter.

Coercions should satisfy a number of properties in their interactions with identity, compo-
sition, substitution... Coraglia and Emmenegger’s gCwF structure [CE23] succinctly captures
this: although they do not derive it, we have shown that the coercion operation can be con-
structed in any gCwF. In short, when considered fiberwise over a fixed context, terms form a
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discrete opfibration over types. This means their setting is a good semantic fit for adapters, and
since they show its equivalence with general comprehension categories, this gives us assurance
that CwF<:, which reformulate gCwF in the language of CwF, are a reasonable notion.

Parameter contexts We now have an idea of what the codomain of a functorial type con-
structor should be. But what should its domain be? We propose to use parameter contexts,
which contain two kinds of variable. The usual, term-level ones, and type variables. These come
with two pieces of information: a variance, which we will use to differentiate between co- and
contravariant functors1; and a context of bound variable that a type can depend on. As an
example, the following represents the parameters of the dependent function type constructor
Π, with one contravariant type, and a covariant one depending on the first

ΓΠ := (X : Ty−) ▷ (Y : (x : X).Ty+)

A substitution into that context ∆ ⊢ σ : ΓΠ accordingly consists of two types, the second
depending on the first. Since we have arrows between types, we also get arrows between these
substitutions: if ∆ ⊢ τ : ΓΠ is another substitution into ΓΠ, a transformation ∆ ⊢ µ : σ ⇒ τ
consists of an adapter between τ(X) and σ(X) (since X is contravariant), and one between
σ(Y ) and τ(Y ), suitably lying over the first. This is exactly the data we need to build an
adapter between Πx : σ(X).σ(Y ) and Πx : τ(X).τ(Y ) by pre- and post-composition, as above.

Generalising this example, a type constructor of “arity” Γ amounts to a type Γ ⊢ T , which
generates types in all other contexts and the relevant adapters, by the respective actions of
substitutions and transformations. In particular, such a type gives rise to a functor from the
category of substitutions Sub(∆,Γ) to that of types in ∆: given two substitutions ∆ ⊢ σ, τ : Γ
and a transformation ∆ ⊢ µ : σ ⇒ τ , we get an adapter T JµK between T [σ] and T [τ ].

We succinctly describe this with a 2-category of parameter contexts, substitutions and trans-
formations, the latter built of adapters. The above intuition can then be quickly summarised by
saying that Ty is a 2-functor. In the most general view, a type constructor can be understood
as a natural transformation from a (Cat-valued) presheaf on the category of contexts to this
2-functor Ty. Our notion of parameter contexts is rich enough to make many such presheaves
representable. By the (2-categorical) Yoneda lemma —which gives an isomorphism between
the categories CatCtxop

[y Γ,Ty] and Ty(Γ)— parameter contexts let us represent these type
constructors and their functorial action more directly, as we did with ΓΠ.

We are exploring the formalisation of all this in Agda as a quotient-inductive-inductive-
recursive type, representing the syntax of a putative type theory AdapTT. In particular, we can
check that type formers such as Π, Σ, or the identity type, adapt to this functorial setting. And
they do, following the familiar pattern of structural coercions/casts/transport.

The next direction we hope to explore, which was part of our original motivation, is to
provide a setting to generally derive this functorial structure for datatypes. That is, to design
a theory of signatures which incorporates —and checks— variance information, and generically
derives the adapter equivalent of a map operation [LLM24].

Towards 2-CwF The 2-categorical aspects of the category of contexts suggests a connection
to the 2-dimensional type theory 2DTT of Licata and Harper [LH11]. Indeed, internalizing type
variables as quantifications over a universe of sets yields a theory very close to 2DTT. However,
2DTT does not have an explicit judgement for the categorical structure on types corresponding
to adapters, merely relying on the corresponding notion between terms. A unifying notion of
2-dimensional type theory should combine our CwF<: with type variables and 2DTT.

1For simplification we do not consider equivariance, which should however be relatively easy to add.
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A Full definition of CwF with adapters
Definition 1 (Families indexed by categories). Fam<: is the category whose objects are pairs
of a category X and a functor X → Set. An arrow (X,F ) → (Y,G) is a pair of a functor
H : X → Y and a natural transformation F

·→ G ◦H. Abstractly (and ignoring size issues),
Fam<: is the lax slice category Cat � Set.

Definition 2 (Categories with families and adapters (CwF<:)). A category with families and
adapters (CwF<:) is given by the following data.

• A category Ctx whose objects are called contexts and arrows substitutions.

• A functor T : Ctxop → Fam<:, that is, given a context Γ : Ctx, we have

– a category Ty(Γ) of types in Γ, we write Ad(Γ, A,B) (adapters) for the collection of
arrows between two types A and B;

– for any A : Ty(Γ), a set of terms Tm(Γ, A);
– an action of substitution · [·] on types, adapters and terms,
– and an action · ⟨·⟩ of adapters on terms: if t : Tm(Γ, A) and a : Ad(Γ, A,B), then

t ⟨a⟩ : Tm(Γ, B);
– suitable equalities for the compatibility of the actions of substitution and adapters

with identities, compositions and each other.

• For any context Γ and type A : Ty(Γ), a context extension Γ ▷ A, equipped with

– a substitution wk : Γ ▷ A → Γ (weakening)
– and a term vz : Tm(Γ ▷ A,A [wk]) (variable zero)
– in a universal way: for any context ∆ equipped with σ : ∆ → Γ and t : Tm(∆, A [σ]),

there exists a substitution σ ▷ t : ∆ → Γ ▷ A (substitution extension) such that
wk ◦ (σ ▷ t) = σ and vz [σ ▷ t] = t, which is unique, i.e. for any σ : ∆ → (Γ ▷ A) we
have σ = (wk ◦σ) ▷ vz [σ].

Theorem 3. Every CwF<: in the sense of definition 2 is a gCwF in the sense of Coraglia and
Emmenegger [CE23], and vice-versa.

This notion of category of families with adapters can alternatively be presentated via the
following Second-Order Generalized Algebraic Theory [Uem21; KX24]:

ty : Sort ad : ty → ty → Sort
tm : ty → RepSort · ⟨·⟩ : {AB : ty} → adAB → tmA → tmB

id : {A : ty} → adAA ◦ : {ABC : ty} → adBC → adAB → adAC

idl : {AB : ty}(a : adAB) → id ◦ a ≡ a idr : {AB : ty}(a : adAB) → a ◦ id ≡ a

assoc : {ABC D : ty}(a : adAB)(b : adBC)(c : adC D) → c ◦ (b ◦ a) ≡ (c ◦ b) ◦ a
adapt/id : {A : ty}(t : tmA) → t⟨id⟩ ≡ t

adapt/◦ : {ABC : ty}(a : adAB)(b : adBC)(t : tmA) → t⟨b ◦ a⟩ ≡ t⟨a⟩⟨b⟩

This presentation exhibits the adapters as the hom-sets of a category structure on types (in-
ternally to presheaves over the category of contexts) and their action on terms as an (internal)
presheaf structure over the category of types and adapters.
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