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Building on a refinement of the novel loop-checking algorithm of Bezem and Coquand [2], we
present a new design and implementation of cumulative universe polymorphism for dependent
type theories, materialized in a branch [6] of the Rocq prover. Our system handles universe
level polymorphism for the full universe algebra (ℓ, 0,+1,max). The constraint solving algo-
rithm based on Horn clauses is theoretically polynomial. However, to stay competitive with the
previous algorithm based on the work of Bender et al. [1], we make the algorithm incremental
and integrate a union-find datastructure to capture semantic universe level equalities by effi-
ciently represented equivalence classes; this makes the algorithm more user-friendly in practice,
reflecting inferred equalities instantaneously in annotations.

On the type theory side, the original system of Sozeau and Tabareau [9] is simply generalized:
universe-polymorphic binders can take universe expressions as arguments, all constraints can
be enforced and checked, and we remove a long-standing distinction between inferred types
and checkable types [4]. This puts the system on par with Agda and Lean’s (non-cumulative)
universe systems.

On the elaboration side, the previous system [9] introduced a heuristic in unification to avoid
unnecessary unfoldings and an (infamous) minimization procedure to try to reduce the number
of unnecessarily quantified universes and constraints, which naturally grows exponentially fast
in presence of implicit cumulativity [3]. We generalize the notion of universe variance intro-
duced for cumulative inductive types [10] to all definitions and use it to refine the unification
heuristics and provide a more principled universe level metavariable solving process: it should
now guarantee a principal typing property.

The talk will present all these aspects along with examples and our preliminary performance
benchmarks and compatibility status.

A new loop-checking algorithm for universes

In dependent type theories with predicative universe levels, universe checking involves veri-
fying equalities (inequalities u ≤ v are interpreted as v = max(u, v)) between universe level
expressions:

Universe levels u, v := ℓ (universe level variable)
| 0 (bottom universe)
| u+ 1 (successor)
| max(u, v) (supremum)

Here 0 should be neutral for max, successor distributes over max and max is idempotent,
subsumptive (max(u, u + 1) = u + 1), associative and commutative. This already generates
a non-trivial quotient where for example max(0 + 1, u + 1) = u + 1. To make matters a
little more interesting one might add level metavariables (noted ?ℓ) to solve during elaboration
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and unification. Then, unification can get stuck: max(?l, ?k) = max(?u, ?v) has no general
solution. In Agda and Lean, this requires adding user annotations, instantiating metavariables
sufficiently to disambiguate. This situation is quite problematic when one considers automated
tactics as used in Rocq or Lean, where it might be difficult to make the tactics annotate
generated terms. We would rather like to keep the universe checking entirely automated,
so Rocq rather handles a context of universe constraints that are incrementally checked for
consistency. Previous versions of Rocq did not run into the problem of getting stuck as
the system carefully avoided generating max( , ) = max( , ) constraints [4], at the cost of
a less expressive theory and unpleasant API: inferred types needed to be ”refreshed” before
being put into terms, using fresh universe variables as proxies for max expressions. Currently
in Rocq, we actually consider a cumulative hierarchy of universes, so equational problems
become entailments of shape u0 ≤ ℓ0 . . . ui ≤ ℓi ⊢ u ≤ ℓ. Note the restriction to levels on the
right hand side of inequality constraints which is enforced by the type inference algorithm [4].
We lift this restriction to levels on the right using the new algorithm of [2], which is able to
handle all constraints. I.e., the whole algebra is supported and the entailments to check can
now have the general shape: u0 ≤ u1 . . . ui ≤ ui + 1 ⊢ u ≤ v. This also greatly simplifies the
API for term manipulation. In addition, it cannot ”get stuck”: it is correct and complete for
the (in)equational theory.

The new algorithm [2] is based on a representation of constraints as Horn clauses and
performs forward reasoning to check for consistency. Informally, it maintains an assignment
of the variables in N ∪ {+∞} that forms a minimal model of the Horn clauses; the value +∞
signals a loop. The algorithm can be used both to check that a new constraint is consistent
or produce a loop (used during elaboration), and to decide whether a constraint is deducible
from existing constraints (used during kernel type-checking). We extended the algorithm so
that each time a constraint ℓ ≤ ℓ′ is introduced, we check if ℓ′ ≤ ℓ also holds, in which case we
choose a canonical variable among the two and substitute the other one by it in the constraints.
Then checks for equality between level variables can be done in constant time, which is crucial
for performance.

We tested the new implementation against the previous one on the standard library and
some large Rocq projects (e.g. math-comp, the HoTT library and Iris), and found a 15%
overhead on average, which is expected against a highly optimized implementation for a simpler
problem. Note that on average universe checking accounts for 25% of Rocq’s compilation times,
according to an empirical study by Pierre-Marie Pédrot. However, most libraries do not use
polymorphism yet but rely on a very large global graph of constraints, which is less suitable
to the new algorithm. On the other hand, experiments on universe polymorphic code shows
drastic improvements on performance, with much less constraints being generated and more
reasonable inferred quantifications on universes.

Variances

We found the largest slowdowns of the new algorithm in Rocq’s Reals library, in proof scripts
using the setoid rewrite tactics [8]. Those proofs generated a large amount of global uni-
verse constraints. To solve this, we switched the setoid rewrite tactic to rather use universe
polymorphic definitions, avoiding interaction with the global graph. The main polymorphic
definitions of interest are:

Definition relation@{i} (A : Type@{i}) := A → A → Prop.
Class Proper@{i} {A : Type@{i}} (R : relation@{i} A) (m : A) := R m m.
Definition respectful@{i j} {A : Type@{i}} {B : Type@{j}} (RA : relation A) (RB : relation B)
: relation (A → B) := fun f g ⇒ ∀ x y, RA x y → RB (f x) (g y).
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The tactic performs proof search on instances of Proper@{i} R m, indexed by the syntax of
the relation R and the morphism m. If done näıvely, however, unification will spend a lot of
time unifying universe levels before doing useful work, for example in a unification constraint
relation@{i} A ≃ relation@{j} B will always first try to unify i and j before looking at the
arguments A and B. However one can see that unfolding relation would result in a unification
that would rather start comparing A and B as i and j do not appear in the unfoldings. For
respectful A B RA RB, the same is true for i and j.

Hence, we reify information on the occurrences of universe variables as a variance annotation
on universe level binders, reusing the variance analysis used for cumulative inductive types. A
variance can be one of: irrelevant (∗), covariant (+), contravariant (−) or equivariant (=). We
automatically infer an over-approximation of the variance of each variable at specific positions:
in the nth binder type, the return type or the body of the definition. If a variable does not appear
in a specific position, it is irrelevant. Typically, parameter universes appear contravariantly in
some binder of the definition (e.g. in the 1st binder A : Type@{i} for relation) but irrelevantly
everywhere else. So, if the definition is applied to at least one argument, for example i in
relation@{i} A in Proper’s second binder, then we can consider this occurrence irrelevant as well:
unfolding relation@{i} A makes i disappear. Applying this analysis compositionally results in
most universe binders being considered as irrelevant in Proper R m instances. We can use this
automatically inferred information during unification to avoid doing any unification on universes
until the real indexes of the proof search (the syntactic shape of the relation and morphism)
are unified, resulting in type unifications that will set the universes straight. This improves
unification performance significantly. The new setoid_rewrite tactic is even more performant
than the previous tactic in the Reals library.

In addition to improving unification performance, this variance information can also be used
to drive the so-called ”minimization” algorithm we we now call simplification that solves level
metavariables: those appearing in contravariant positions only can be maximized without loss
of generality while those appearing in covariant positions only can be minimized without loss of
generality. The user can also annotate definitions to provide the exact set of universe variables
he expects a definition to quantify over, and simplification will then proceed to instantiate
metavariables in terms of the explicitly quantified variables, providing much finer control to the
user than the previous implementation. Preliminary experiments using this to develop a new
sort-and-universe polymorphic prelude [7, 5] are encouraging.
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